|  |  |
| --- | --- |
|  | **Universidade do Estado da Bahia**  **Estrutura de Dados I**  **Prof. Carlos Helano** |

**Objetivo**

Desenvolver o programa na linguagem C conforme especificação a seguir. As especificações a seguir mostram uma implementação na linguagem Pascal, juntamente com as explicações que levaram a esta implementação. O objetivo é fazer as adaptações necessárias para a linguagem C, usando as bibliotecas implementadas em aula sobre Listas, Pilhas e Filas.

**Organização**

O trabalho pode ser desenvolvido em equipes de 2 ou 3 componentes. O programa desenvolvido deve ser postado no Teams e apresentado pela equipe durante o horário da aula na data marcada.

**Cenário**

O Trabalho consiste em simular uma situação que nos permita determinar qual o tempo médio que cada cliente aguarda numa fila para realizar uma transação no caixa eletrônico de uma agência bancária.

O caixa eletrônico oferece cinco opções ao cliente e, através de estatísticas, chegamos ao tempo médio necessário para realizar cada uma das transações possíveis:

|  |  |  |
| --- | --- | --- |
| **Código** | **Transação** | **Tempo** |
| 0 | Saldo | 10s |
| 1 | Saque | 20s |
| 2 | Aplicação | 30s |
| 3 | Extrato Semanal | 40s |
| 4 | Extrato Mensal | 50s |

Sabe-se que a agência tem 3 caixas eletrônicos que atendem a uma única fila de clientes. À medida que qualquer um dos caixas fica livre, o primeiro cliente da fila o utiliza.

![](data:image/png;base64,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)

Quando um cliente entra na fila, o horário é anotado. Quando ele sai, verifica-se quanto tempo ele aguardou e este valor é acumulado. Também o total de clientes é registrado, de modo que no final do expediente, seja possível determinar o tempo médio que um cliente permanece na fila para utilizar o caixa.

Duas entidades concretas estão envolvidas neste problema: caixas e clientes. Vamos abstrair destas entidades apenas os atributos essenciais para a resolução do problema, objetivando uma implementação simples e funcional.

Tudo que precisamos saber sobre um caixa é se ele está ocupado ou não. Caso esteja, precisamos ter uma “noção” de por quanto tempo ele ainda será usado pelo cliente. Assim, cada caixa será representado por uma variável inteira, cujo valor indica por quanto tempo ele permanecerá ocupado. Se o valor desta variável for 0 (zero), então o caixa está livre. Inicialmente, todos os caixas estão livres. Quando um cliente inicia uma transação num caixa, o tempo necessário para realizar a transação escolhida por ele é que determinará quanto tempo o caixa permanecerá ocupado.

A outra entidade que precisaremos representar é o cliente. Dele só nos interessa o momento em que ele entrou na fila para que, ao sair, possamos calcular quanto tempo ele aguardou. Portanto, cada cliente será representado por um numero inteiro correspondente ao horário/tempo que ele entrou na fila.

Na nossa simulação, dois eventos que podem ocorrer são de interesse particular:

* Um cliente chegar à agência e entrar na fila;
* Um caixa é liberado, alguém sai da fila e o utiliza.

Para sincronizar estes 2 eventos, vamos assumir que temos um cronômetro que marca unidades de tempo. Durante uma unidade de tempo, que poderia ser um segundo, qualquer combinação de eventos pode ocorrer, até mesmo nenhuma.

Para simular a dinâmica com que os eventos ocorrem, procedemos como segue:

* Zerar o cronômetro;
* Enquanto não terminar o expediente:
  + Se um cliente chegou, então entra na fila;
  + Se a fila não está vazia e uma caixa está livre, então cliente inicia transação;
  + Para cada caixa ocupado, decrementar o seu tempo de uso;
  + Incrementar o cronômetro.

Alguns pontos do algoritmo acima devem ser detalhados para que possamos programá-los:

* **Terminou o expediente?**
  + Para determinar o final do expediente, usamos o próprio cronômetro. Para isto, basta definir o período de atendimento da agência em termos das unidades de tempo marcadas pelo cronômetro. Quando o cronômetro atingir o valor definido, então terminou o expediente.
* **Chegou um cliente?**
  + Numa situação real, não teremos um cliente chegando à agência a cada segundo para usar o caixa eletrônico. Para implementar esta parte do algoritmo, de modo que tenhamos algo não sistemático, podemos utilizar uma função que cada chamada retorne um valor aleatório

function ClienteChegou : boolean;

begin

ClienteChegou := (random(3) = 0);

end;

Note que a chamada **random(n)** retorna um valor aleatório entre 0 e n-1, sendo que qualquer valor tem a mesma probabilidade de ser sorteado. Desta forma, a função **ClienteChegou()** responderá de forma afirmativa, em média, uma vez em cada três chamada.

* **Cliente entra na fila**
  + Convencionamos representar um cliente apenas pelo horário em que ele entrou na fila. O tempo está sendo controlado pelo cronômetro. Logo, colocar um cliente na fila equivale a simplesmente armazenar nela o valor corrente do cronômetro, no momento que ele chega.
* **Inicia transação**
  + Quando um caixa é liberado e um cliente começa a utilizá-lo, precisamos saber por quanto tempo ele estará ocupado. O tempo de uso do caixa depende da transação que é iniciada pelo cliente. Aqui também é interessante que as transações iniciadas sejam aleatórias:

function Transacao : integer;

begin

case random(5) of

0: Transação := 10;

1: Transação := 20;

2: Transação := 30;

3: Transação := 40;

4: Transação := 50;

end;

Cada vez que a função **Transacao()** é chamada, ela “sorteia” uma transação e retorna o tempo médio necessário para realizá-la. Uma vez que um caixa é representado por uma variável que especifica quanto tempo ele estará ocupado, para indicar que um cliente está usando um caixa, basta selecionar uma transação e armazenar o tempo corrente na variável que representa o caixa.

Veja a seguir a codificação completa na linguagem Pascal para o simulador de filas de caixa:

program FilaCaixa;

uses Filas;

const FINAL = 100;

var crono, espera, totcli, client : integer;

caixa:array[1..3] of integer;

filcx: Fila;

{inserir aqui as rotinas ClienteChegou() e Transacao()}

begin

crono := 0;

espera := 0;

totcli := 0;

Qinit(filcx);

for i:=1 to 3 caixa[i] := 0;

while (crono < FINAL) do

begin

if (ClienteChegou) then

begin

Enqueue(filcx, crono);

Inc(totcli);

end;

for i:=1 to 3 do

begin

if (not QisEmpty(filcx)) and (Caixa[i]=0) then

begin

client := Dequeue(filcx);

inc(espera, (crono - client));

caixa[i] := Transacao();

end;

end;

for i:=1 to 3 do

begin

if (caixa[i] <> 0) then dec(Caixa[i]);

end;

inc(crono);

end;

writeln(‘Tempo de Atendimento : ’, FINAL);

writeln(‘Total de Cliente ’, totcli);

writeln(‘Tempo total de espera’, espera);

writeln(‘Tempo medio de espera’, (espera/totcli));

end.